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Построение аналитической и имитационной моделей многоканальной системы массового обслуживания со взаимопощью и расчет параметров данной системы с использованием построенной модели.
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Если в свободную систему поступает заявка, то ее обслуживают совместно все каналы. Если во время обслуживания заявки поступает еще одна, то часть каналов переключается на ее обслуживание и т.д., пока все каналы не окажутся занятыми. Интенсивность совместного обслуживания заявки n каналами nμ. Каналы распределяются равномерно между заявками. На вход поступает простейший поток заявок с интенсивностью λ. Время обслуживания – показательное с параметром μ.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Вариант | n | λ | μ | Цель исследования |
| 6 | 8 | 7 | 1 | А, Q |

Ход работы:
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2. Смысл кодировки состояний:

|  |  |
| --- | --- |
| Цифра внутри состояния | Количество заявок, находящихся в СМО |

1. Расчёт теоретических значений показателей эффективности с использованием MathCad.

Исходя из графа состояний, построим СЛАУ для нахождения вероятностей состояний и путём математических преобразований получим следующее:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAM8AAAFZCAIAAACwq+ziAAANB0lEQVR42u2dy3HbMBBA1ZYb4riItOBRGSnAM7ylh1wzPqWEVODQIsUfPgSBXZgA3jtpLFmCqMfFh1zs7RMgFzcOAWAbYBsAtgG2AWAbYBtgG0BG2/78+XO73X78+CH3oX13W+j6qx+jj/tLAa2sJrb9/ft30OL3799CsvX94t3Vf8Yv1Yo4J2rqSd/e3oZj/u/fP+Gfsrt/yL3dEIatj4lt5Y3bBtsG5zyd4+lfRFi2rxaOD4YwPD9Obyq2fYNt40/ojRlTt7PB/TtJyxZo2+mmYltu24Y+dP5RrtmNnrSN2HZh215fX9/f30fnfv78KRHb5GcIpm3ugSax7aq2DarNP+SvX7+Gx8MsNX0ZRPwXHBo2NG9u5Di5IbaVZNu43rYOEmv5oofeGmsfQ6uGtr09+PFglC+pqfPiIMLlnCUU8GVuXBrBNmwDbANsA2wDwDbANgBsA2wDbAPANsA2AGwDbANsA8A2wDYAbANsA8A2wDbANoDabVPY0guwzY3wll6AbX50tvQCbHO11belF2CbKAFbegG2SaCwpRdgm4OwLb0A2yRUk9/SC7DNJGxLL8C2Uph2qnwxt2ad97B8Pmct9sAmb9gWyuDKwyXLJpTrpx4PbMUe5HcQxrbAmWORss3a7HRb/vDUbv3c5NgU2F4wTtW2t7e3nV62FYqoUgqZe9FVj7iV5tGRDs/23V6mXUB7vBDhFG0zVyLGC5qekVFgKQXZ4Zj/Q4cXzZaYEWwKXZb/MnvPJUiCSmwbH6z3U068uHRLIFpJj20Pq8zAZR+qXb9sVw22DQ/mGzQctwZdN7YdjNsmyXZPWb0aXoNtaraNy/rjcut4R1CZF85XE08jsq1mCSvbrLKZYzsQtG1cdx14f38fH7y+vhrT0qvPElZB8GnLc27waVlvM2Rjre27VkAAsA2wLWB4z0gI2zIO2/EN2/Qjm+t60TQ7sT4GbIvtSK3Xi8ZG61S9hWZnCfbrRdiGbRrBbXe9aLNoh23YJtqR2q8XOW0jzxTbRGYJdts0KnpDsz2pb70trKI3YJtIoxmrYRu2AbYBtgG2AWAbYBsAtgG2AbYBYBtgGwC2AbYBYBtgG2AbALYBtgFUYdtmn1F7Mlb6R7APBLbttmiYcmQ09kvTsRhKss3cPlnciiUjlb2am7bN3KA02Tbv3vu2z4NGbLOKlWibf+99olvTtpmhxmFb6M7l/r33CW7YJtyTzg/MvfexjZ5U0jb/3vv0pMwStnPUtE3jvXvvE9oKss1d61NwBUQRkQ/zHoRtYLYUPJ2Hn5WF2JvCb+Wq9Snxtt/SbYsehP3StFnwdI6t1S0139QCg/ihylBFSiiGHh0E54S629c/ynWSXd+2cXv5fgr6SxfgrPW5dBx1j8EPD4LLwc6IaNi2HW3MPcbjCAWfl99S0k9sTJpW8NQ1y+5Wleunp7FtG9s+NhFLvBe4fSvpc+hg2zYFT1cTh6pmx4K2PR6Hjttqjm1R4zZbDcrq1v0SbTMjvrvWZ0McHASLbaZsNY5vb0Ln+eq4HKy31T9LsByE3ZlpHDNLwdMaz1WpnhQA26CqFZBqesXnF+J6/CVjW2XDrEovFmHbdWX75HYjbMtpG/cbYVuGQVudF4uw7cqThEpXurDton0qozZsy9yfArapLVDUe7EI2xJUY/kV28qNbRSkxzYt27zbfwC2idrm3/4DsC3ENpntPwDbhHvS+YG5/Qdgm6Rt/u0/ANtW6G7/AdgG2AaAbYBtANgG2AbYBoBtgG0A2AbYBtgGgG2AbQDYBtgG2AaAbYBtANgG2AaAbYBtgG0A2AbYBoBtgG2AbXFcpVjUQaVUgTcxvql1Yxw2DFaz7TKHdlUAOb41vjcxv+mmOPzaP0QrNLaFboAVWuE+6U22f50C2yoMUsNVyrbxSPbTJqT7nsP5854rgRG0L7OtJes2RJeuOnwTyzd9RLzplY+nu466p6m2PQcocz+zOpwBwSR0p9yAfZntLdkVgTRECWrA0Zu4vukUEkfZ+t44QNgWGds+LBFLsCd178u8+kRbSw5FCfyKUbYNLw4xHtvibVsOpmBsC9qX2dqSgyFXWAPOjdvWf55jW49tUrbZi3oKxragfZntLVlNJ+N/54M3sX/TvluN28aHyCZhmyUsHOzFfG6WELQvs6slGuttO7PXn2n94s8/MmgT7Em/FdYZsA3bQM42AGwDbAPANsA2wLYKmJfmWP/CNnXXuvk6A2sm2JYzxhHesC0Ty/V2wLZcfSpgm3pku+MatuUas9GJYlsm1Z6TUQJc8bbNC1qaCwyxN67Nd6AltfBMhunzcGxuZPferYxt5wffmgtaIomiKp++zzB9Ho7ltX2/ygdsrj+/aYYfnaMZlSgamoWa/OkH9463PStWySfdjY/M3ixUw9hE0aAs1OSTKDgL6+N+71mC+VTKJ3WczdbhnWcUE5co+kVAFmpckyJy/swE+mZl08knPXQt5SMcv/emAe4sVMEp7YkMU+NsbHRxWSWfNGD8G5bOGZMouhHLl4Ua16TIDNPdhbIGZwgCtlnySZe10/QTODZRNCgLNX1OeibDFNk+xfNJAxa0zs4SYhJFg7JQpVb73BmmS/P3Y9pGr2VcO8OP1D1swzbIbhsAtgG2AWAbYBtgWw0YN5wBtqm5tr/hDLBNHaHbBgDbAkLcncCGbQzcsK1O5dAN2xi4YRuywSVtyzEuis0ndd1wJvjp27WVLNm17dqWY0GrmHxStovL1ZPqdVUl5pOympxqmy+f1LOg1WA+aWKtLWzz5ZPaMyhdI6ja80mZlAjGNns+qVD510rySXFN3rbdEfVvNdpQPmmzGVbittnrkx7LlvQRJeWTSmbXYtsuCAQsaDWUTyqzXRy2Gd2cDlzOxDZsg+y2AWAbYBsAtgG2AbbVA1fJsS0b3G+Gbflc6+7ENmzL04nee3pSbMvjWue/oA/YJtaJTmX7sA3bMsxEb9yVgW3f4B2q1WObyM2UR0EqXpgk287UJ7W9eHsTHLaJ2KB2LMupT2p7ccv38KrYNozF751m8nIp+aSWF4ckpGGbPYDZ8kkfWR/unrShfFLnix8x8IX6pGfOcWs+6ZS3fDRuayKf1Pti3ZFtpbFtl0/6XNCSOZaF55P6X0xd+RQVvh5vs4w8nUUb+aS+Fy+5f9h2cuKp1E8Un0/qfnGT+fPC+aQBtjWUT2p5cbtrbZI9qQ5k+GEbtkF22wCwDbANANsA2wDb6qDtJS9syyvbnSUVbMuDcb8jYJuebR8f2rcWA7aZMY6LFNiWUTeiG7Zls40N5bEt18yU8iyV2Ka/oBWdTyrSNM+nG0/Nd+itM2OazbrSqIar3UVdNp/UeGqeizz/0njF0pvCj6F85l42n9R4ypcF02TFUp36pL58yWrzSc2nfE1tcglGoz7p/kz3jH1qyie1PLU6s/ZNJQsmJrZ9OCOWQL5kUfmk1qdWKY/bjWeanBLr1Sf1L5/WmE8a9JTQedikbb76pAJnb2H5pI6ntnG/5Yql0vmkxwtaVeeTWrNHV81svGIpGX6AbdiGbQDYBtgGgG2AbYBtdULmFbZl4rHCimjYlsc1VvCwLVsX2nUdGzNgWy7Z+mdNFnzDNl3bDu/EBGyTG7XZSmcAtqlOEpCtHtuUF7RS6pM+bzGLb1tUPilqfypmLyuOwMvJJ938Bd/kbdM/ruXkk1q0w7Ykr3b5pMcLWg3lky53kbPtSJptzmTPaUHrYEe+NvJJc4wrmoptQcmeGT7iovmkj7yqVksta9r29TikmwsPJMXnky4CNrnth7RtRrLn4ofEuLj0fNLNLAHbNOqTHixotZRPynqbTk+qA8tU2IZtkN02AGwDbAPANsA2wLYKWG+gxmwX23Rl6/vFO9b2sS0T1LnCNmTDNmQDbEM2bCtiZsoMAduQDdtO/pLeW1+lesKXhAWzVNlO5JNmORrt2pZjQaucfFKW93L1pGoj8YLySZmXiNnmqU/qO7xN5ZMim4xtB/VJjw5vO/mkyCYY2+z1SYUOb/n5pMimZNu2SOJBZ9lUfVJmCDK2OeqTSh3eWuqTIpuMbdYg4D28beWTIptGT6q1ikKGH7ZhG2S2DQDbANsAsA2wDbCtCtLrJQC2Bbs2b52Jb9imymYjXGzDNnXdnttRIxu2ZfGNPUCwLdPI7X7/oGIGtuUetxHfsE29G53TG7CtfNtyVAhIyCcVaN6Z+qTrv85dd7OFYTSyl7UrchZUn/TTrKqmXCi4KdsyVOQsKZ/Ufs4R2+LEMvNJDytytpRP6qjWim0R57grnzRkfaGJfFJXtVZsi41tRj6pZEXOwvNJXS/GtnQVdslt/kPaRD6pq9vFtsiFAFt9UrmKnDXUJ7VUa8W2hIW1bRA4WtBqLJ/UvJ1u3tOtPeHI8ANswzZssyxPKPYHDXc52AaAbYBtANgG2AbYBoBtgG0A2AbYBtgGgG1QBf8B/N+hAQ7XG3gAAAAASUVORK5CYII=)

1. Расчёт величин

* Абсолютная пропускная способность:

A = λ\*(1-p8)

A = 7\*(1-0.061) = 6.573

* Относительная пропускная способность:

Q= (1-p8)

Q = 1-0.061 = 0.939

1. Сравнение теоретических и практических значений.

Результаты работы программы представлены в колонке «Практические значения.

|  |  |  |
| --- | --- | --- |
| Величина | Теоретическое значение | Практическое значение |
| p0 | 0.179 | 0.179 |
| p1 | 0.156 | 0.156 |
| p2 | 0.137 | 0.137 |
| p3 | 0.12 | 0.12 |
| p4 | 0.105 | 0.105 |
| p5 | 0.092 | 0.092 |
| p6 | 0.08 | 0.08 |
| p7 | 0.07 | 0.07 |
| p8 | 0.061 | 0.061 |
| A | 6.573 | 6.572 |
| Q | 0.939 | 0.939 |

1. Код программы

const lambda = 7;

const mu = 1;

const time = 1000000;

// Generates exponentially distributed numbers using param.

const getNextRandom = (param) => -1/param \* Math.log(Math.random());

// Helps to map channels over the invoices.

const channelsDistribution = [

[], // This element is added just for convenient indexing.

[ 8 ],

[ 4, 4 ],

[ 3, 3, 2 ],

[ 2, 2, 2, 2 ],

[ 2, 2, 2, 1, 1 ],

[ 2, 2, 1, 1, 1, 1 ],

[ 2, 1, 1, 1, 1, 1, 1 ],

[ 1, 1, 1, 1, 1, 1, 1, 1 ],

];

const EventType = {

Created: 'created',

Processed: 'processed',

};

let events = [

// Initialize events with first created invoice.

{

type: EventType.Created,

time: getNextRandom(lambda),

},

];

let invoices = [];

const getNearestEvent = (events) => {

let min = Infinity;

let index = -1;

events.forEach((event, i) => {

if (event.time < min) {

min = event.time;

index = i;

}

});

return events[index];

};

const updateEvents = (choosenEvent) => {

// Remove choosen event.

events = events.filter((event) => event !== choosenEvent);

// And change time of all remain events.

events.forEach((event) => {

event.time -= choosenEvent.time;

});

}

let currentTime = 0;

let states = [

0, // S0

0, // S1

0, // S2

0, // S3

0, // S4

0, // S5

0, // S6

0, // S7

0, // S8

];

let processed = 0;

let total = 0;

while (currentTime < time) {

const nearestEvent = getNearestEvent(events);

updateEvents(nearestEvent);

currentTime += nearestEvent.time;

states[invoices.length] += nearestEvent.time;

switch (nearestEvent.type) {

case EventType.Created: {

total += 1;

const invoiceChannelMap = channelsDistribution[invoices.length + 1];

// Don't forget to add event on creation of the next invoice.

events.push({

type: EventType.Created,

time: getNextRandom(lambda),

});

if (!invoiceChannelMap) {

// All channels are processing invoices.

break;

}

// Redistribute channels.

invoices.forEach((invoice, index) => {

const {

event,

channels,

} = invoice;

const newChannelsCount = invoiceChannelMap[index];

// Reverse proportion, because more channels is better:

// 0.3s -- 8channels

// x -- 4channels

// -----------------

// current event time -- channels

// new event time -- new channels count

// -----------------

// x = 0.3s \* 8/4 = 0.6s

event.time \*= channels/newChannelsCount;

invoice.channels = newChannelsCount;

});

// Get channels count for new invoice.

const channels = invoiceChannelMap[invoiceChannelMap.length - 1];

// Add new event.

const event = {

type: EventType.Processed,

time: getNextRandom(channels \* mu),

};

events.push(event);

// Add new invoice.

const invoice = {

event,

channels,

};

invoices.push(invoice);

// Also store reference to invoice to be able to easily remove it from invoices array when needed.

event.invoice = invoice;

break;

}

case EventType.Processed: {

processed += 1;

const { invoice } = nearestEvent;

// Remove processed invoice from invoices array.

invoices = invoices.filter((i) => i !== invoice);

const invoiceChannelMap = channelsDistribution[invoices.length];

// Redistribute channels.

invoices.forEach((invoice, index) => {

const {

event,

channels,

} = invoice;

const newChannelsCount = invoiceChannelMap[index];

// Reverse proportion, because more channels is better:

// 0.3s -- 8channels

// x -- 4channels

// -----------------

// current event time -- channels

// new event time -- new channels count

// -----------------

// x = 0.3s \* 8/4 = 0.6s

event.time \*= channels/newChannelsCount;

invoice.channels = newChannelsCount;

});

break;

}

}

}

// Normalize values using currentTime, because currentTime a little bit bigger than time.

states = states.map((state) => state / currentTime);

console.log(states);

console.log('Q: ', processed / total);

console.log('A: ', processed / currentTime);